**c++ notes unit-1**

**History of C++**

The C++ programming language has a history going back to 1979, when [Bjarne Stroustrup](http://www2.research.att.com/~bs/) was doing work for his Ph.D. thesis. One of the languages Stroustrup had the opportunity to work with was a language called Simula, which as the name implies is a language primarily designed for simulations. [The Simula 67 language](http://staff.um.edu.mt/jskl1/talk.html) - which was the variant that Stroustrup worked with - is regarded as the first language to support the object-oriented programming paradigm. Stroustrup found that this paradigm was very useful for software development, however the Simula language was far too slow for practical use.  
  
Shortly thereafter, he began work on "C with Classes", which as the name implies was meant to be a superset of the C language. His goal was to add object-oriented programming into the C language, which was and still is a language well-respected for its portability without sacrificing speed or low-level functionality. His language included [classes](http://www.cplusplus.com/doc/tutorial/classes/), basic [inheritance](http://www.cplusplus.com/doc/tutorial/inheritance/#inheritance), [inlining](http://www.cplusplus.com/doc/tutorial/functions2/" \l "inline), [default function arguments](http://www.cplusplus.com/doc/tutorial/functions2/#default_values), and strong type checking in addition to all the features of the C language.  
  
The first C with Classes compiler was called Cfront, which was derived from a C compiler called CPre. It was a program designed to translate C with Classes code to ordinary C. A rather interesting point worth noting is that Cfront was written mostly in C with Classes, making it a self-hosting compiler (a compiler that can compile itself). Cfront would later be abandoned in 1993 after it became difficult to integrate new features into it, namely C++ [exceptions](http://www.cplusplus.com/doc/tutorial/exceptions/). Nonetheless, Cfront made a huge impact on the implementations of future compilers and on the Unix operating system.  
  
In 1983, the name of the language was changed from C with Classes to C++. The ++ operator in the C language is an operator for incrementing a variable, which gives some insight into how Stroustrup regarded the language. Many new features were added around this time, the most notable of which are [virtual functions](http://www.cplusplus.com/doc/tutorial/polymorphism/#virtual), [function overloading](http://www.cplusplus.com/doc/tutorial/functions2/#function_overload), references with the & symbol, the const keyword, and single-line comments using two forward slashes (which is a feature taken from the language BCPL).  
  
In 1985, Stroustrup's reference to the language entitled *The C++ Programming Language* was published. That same year, C++ was implemented as a commercial product. The language was not officially standardized yet, making the book a very important reference. The language was updated again in 1989 to include protected and static members, as well as inheritance from several classes.  
  
In 1990, *The Annotated C++ Reference Manual* was released. The same year, Borland's Turbo C++ compiler would be released as a commercial product. Turbo C++ added a plethora of additional libraries which would have a considerable impact on C++'s development. Although Turbo C++'s last stable release was in 2006, the compiler is still widely used.  
  
In 1998, the C++ standards committee published the first international standard for [C++ ISO/IEC 14882:1998](http://www.iso.org/iso/catalogue_detail.htm?csnumber=25845), which would be informally known as C++98. *The Annotated C++ Reference Manual* was said to be a large influence in the development of the standard. [The Standard Template Library](http://www.cplusplus.com/reference/stl/), which began its conceptual development in 1979, was also included. In 2003, the committee responded to multiple problems that were reported with their 1998 standard, and revised it accordingly. The changed language was dubbed [C++03](http://www.iso.org/iso/catalogue_detail.htm?csnumber=38110).  
  
In 2005, the C++ standards committee released a technical report (dubbed TR1) detailing various features they were planning to add to the latest C++ standard. The new standard was informally dubbed C++0x as it was expected to be released sometime before the end of the first decade. Ironically, however, the new standard would not be released until mid-2011. Several technical reports were released up until then, and some compilers began adding experimental support for the new features.  
  
In mid-2011, [the new C++ standard](http://www.iso.org/iso/iso_catalogue/catalogue_tc/catalogue_detail.htm?csnumber=50372) (dubbed C++11) was finished. The [Boost library project](http://www.boost.org/) made a considerable impact on the new standard, and some of the new modules were derived directly from the corresponding Boost libraries. Some of the new features included regular expression support (details on regular expressions may be found [here](http://www.regular-expressions.info/)), a comprehensive randomization library, a new C++ time library, atomics support, a standard threading library (which up until 2011 both C and C++ were lacking), a new [for loop](http://www.cplusplus.com/doc/tutorial/control/#for) syntax providing functionality similar to foreach loops in certain other languages, the auto keyword, new container classes, better support for unions and array-initialization lists, and variadic templates.

2014--c++14

ide's we are using for c++ programming are:turbo c++ for windows,div c++,code blocks

**First c++ program in turbo c++;**

#include<iostream.h>

#include<conio.n>

void main()

{

cout<<"hello world";

}

**First c++ program in dev c++;**

#include<iostream> //header file

usingnamespace std;

// main() is where program execution begins.

int main(){

cout <<"Hello World";// prints Hello World

}

Let us look various parts of the above program:

* The C++ language defines several headers, which contain information that is either necessary or useful to your program. For this program, the header **<iostream>** is needed.
* The line **using namespace std;** tells the compiler to use the std namespace. Namespaces are a relatively recent addition to C++.It contains the code that defines cout, cin, endl, etc. If we want to use them, we need them to be in our code, that's why we include it.
* The next line **// main() is where program execution begins.** is a single-line comment available in C++. Single-line comments begin with // and stop at the end of the line.
* The line **int main()** is the main function where program execution begins.
* The next line **cout << "This is my first C++ program.";** causes the message "This is my first C++ program" to be displayed on the screen.

## Compile & Execute C++ Program

Let's look at how to save the file, compile and run the program. Please follow the steps given below:

* Open a text editor and add the code as above.
* Save the file as: hello.cpp
* Now, compile and run your program.
* You will be able to see ' Hello World ' printed on the window

## Semicolons & Blocks in C++

In C++, the semicolon is a statement terminator. That is, each individual statement must be ended with a semicolon. It indicates the end of one logical entity.

For example, following are three different statements −

x = y;

y = y+1;

add(x, y);

A block is a set of logically connected statements that are surrounded by opening and closing braces. For example:

{

cout <<"Hello World";// prints Hello World

}

C++ does not recognize the end of the line as a terminator. For this reason, it does not matter where on a line you put a statement. For example:

x = y;

y = y+1;

add(x, y);

is the same as

x = y; y = y+1; add(x, y);

## ****Tokens****

A token is a group of characters that logically belong together. The programmer can write a program by using tokens. C++ uses the following types of tokens.   
Keywords, Identifiers, Literals, Operators.

## C++ Keywords

The following list shows the reserved words in C++. These reserved words may not be used as constant or variable or any other identifier names.

|  |  |  |  |
| --- | --- | --- | --- |
| Asm | Else | new | this |
| Auto | Enum | operator | throw |
| Bool | Explicit | private | true |
| Break | Export | protected | try |
| Case | Extern | public | typedef |
| Catch | False | register | typeid |
| Char | Float | reinterpret\_cast | typename |
| Class | For | return | union |
| Const | Friend | short | unsigned |
| const\_cast | Goto | signed | using |
| Continue | If | sizeof | virtual |
| Default | Inline | static | void |
| Delete | Int | static\_cast | volatile |
| Do | Long | struct | wchar\_t |
| Double | Mutable | switch | while |
| dynamic\_cast | Namespace | template |  |

## ****2. Identifiers****

Symbolic names can be used in C++ for various data items used by a programmer in his program. A symbolic name is generally  known as an identifier. The identifier is a sequence of characters taken from C++ character set. The rule for the formation of an identifier are:

* An identifier can consist of alphabets, digits and/or underscores.
* It must not start with a digit
* C++ is case sensitive that is upper case and lower case letters are considered different from each other.
* It should not be a reserved word.

## ****3. Literals****

Literals (often referred to as constants) are data items that never change their value during the execution of the program. The following types of literals are available in C++.

* Integer-Constants ex: 120,142
* Character-constants ex: 'a'…..
* Floating-constants ex: 100.12
* Strings-constants ex:'lak'

## 4. Punctuators

The following characters are used as punctuators in C++.

|  |  |
| --- | --- |
| Brackets [   ] | Opening and closing brackets indicate single and multidimensional array subscript. |
| Parentheses (   ) | Opening and closing brackets indicate functions calls,; function parameters for grouping expressions etc. |
| Braces {   } | Opening and closing braces indicate the start and end of a compound statement. |
| Comma , | It is used as a separator in a function argument list. |
| Semicolon ; | It is used as a statement terminator. |
| Colon : | It indicates a labeled statement or conditional operator symbol. |
| Asterisk \* | It is used in pointer declaration or as multiplication operator. |
| Equal sign = | It is used as an assignment operator. |
| Pound sign # | It is used as pre-processor directive. |

## 5. Operators

Operators are special symbols used for specific purposes. C++ provides six types of operators. Arithmetical operators, Relational operators,  Logical operators, Unary operators, Assignment operators, Conditional operators, Comma operator

# Comments in C++

C++ comments start with /\* and end with \*/. For example:

/\* This is a comment \*/

/\* C++ comments can also

\* span multiple lines

\*/

A comment can also start with //, extending to the end of the line. For example:

#include<iostream>

usingnamespace std;

main(){

cout <<"Hello World";// prints Hello World

}

When the above code is compiled, it will ignore **// prints Hello World** and final executable will produce the following result:

Hello World

# C++ Data Types

|  |  |  |
| --- | --- | --- |
| **Type** | **Typical Bit Width** | **Typical Range** |
| Char | 1byte | -128 to 127 or 0 to 255 |
| unsigned char | 1byte | 0 to 255 |
| signed char | 1byte | -128 to 127 |
| Int | 4bytes | -2147483648 to 2147483647 |
| unsigned int | 4bytes | 0 to 4294967295 |
| signed int | 4bytes | -2147483648 to 2147483647 |
| short int | 2bytes | -32768 to 32767 |
| unsigned short int | 2bytes | 0 to 65,535 |
| signed short int | 2bytes | -32768 to 32767 |
| long int | 8bytes | -2,147,483,648 to 2,147,483,647 |
| signed long int | 4bytes | -2,147,483,648 to 2,147,483,647 |
| unsigned long int | 4bytes | 0 to 4,294,967,295 |
| Float | 4bytes | +/- 3.4e +/- 38 (~7 digits) |
| Double | 8bytes | +/- 1.7e +/- 308 (~15 digits) |
| long double | 8bytes | +/- 1.7e +/- 308 (~15 digits) |
| wchar\_t | 2 or 4 bytes | 1 wide character |

example:

#include <iostream>

using namespace std;

int main() {

cout << "Size of char : " << sizeof(char) << endl;

cout << "Size of int : " << sizeof(int) << endl;

cout << "Size of short int : " << sizeof(short int) << endl;

cout << "Size of long int : " << sizeof(long int) << endl;

cout << "Size of float : " << sizeof(float) << endl;

cout << "Size of double : " << sizeof(double) << endl;

cout << "Size of wchar\_t : " << sizeof(wchar\_t) << endl;

}

# C++ Variable Types

A variable provides us with names storage that our programs can manipulate. Each variable in C++ has a specific type, which determines the size and layout of the variable's memory; the range of values that can be stored within that memory; and the set of operations that can be applied to the variable.

The name of a variable can be composed of letters, digits, and the underscore character. It must begin with either a letter or an underscore. Upper and lowercase letters are distinct because C++ is case-sensitive:

There are following basic types of variable in C++ as explained in last chapter:

|  |  |
| --- | --- |
| **Type** | **Description** |
| Bool | Stores either value true or false. |
| Char | Typically a single octet(one byte). This is an integer type. |
| Int | The most natural size of integer for the machine. |
| Float | A single-precision floating point value. |
| Double | A double-precision floating point value. |

## Variable Definition in C++

A variable definition means to tell the compiler where and how much to create the storage for the variable. A variable definition specifies a data type, and contains a list of one or more variables of that type as follows −

type variable\_list;

ex:

int i, j, k;

char c, ch;

float f, salary;

double d;

## Variable Declaration in C++

int i=200;

float f=10.24;

# Variable Scope in C++

A scope is a region of the program and broadly speaking there are three places, where variables can be declared −

* Inside a function or a block which is called local variables,
* In the definition of function parameters which is called formal parameters.
* Outside of all functions which is called global variables.

We will learn what a function is and it's parameter in subsequent chapters. Here let us explain what local and global variables are.

## Local Variables

Variables that are declared inside a function or block are local variables. They can be used only by statements that are inside that function or block of code. Local variables are not known to functions outside their own. Following is the example using local variables:

#include<iostream>

usingnamespace std;

int main (){

// Local variable declaration:

int a, b;

int c;

// actual initialization

a =10;

b =20;

c = a + b;

cout << c;

return0;

}

### Output

30

## Global Variables

Global variables are defined outside of all the functions, usually on top of the program. The global variables will hold their value throughout the life-time of your program.

A global variable can be accessed by any function. That is, a global variable is available for use throughout your entire program after its declaration. Following is the example using global and local variables:

#include<iostream>

Ud.singnamespace std;

// Global variable declaration:

int g;

int main (){

// Local variable declaration:

int a, b;

// actual initialization

a =10;

b =20;

g = a + b;

cout << g;

}

### Output

30

example2:

#include<iostream>

#include<conio.h>

using namespace std;

int a=50;

int sum()

{

int b=900;

int c=a+b;

cout<<"the value of c is"<<c;

}

int sum1()

{

int f=500;

int g=a+f;

cout<<"the value of c is"<<g;

}

int main()

{

int d,e;

d=500;

e=d+a;

cout<<"the value of e is"<<e;

sum();

sum1();

}

Operators in C++

An operator is a symbol that tells the compiler to perform specific mathematical or logical manipulations. C++ is rich in built-in operators and provides the following types of operators:

* Arithmetic Operators
* Relational Operators
* Logical Operators
* Bitwise Operators
* Assignment Operators
* Misc Operators

This chapter will examine the arithmetic, relational, logical, bitwise, assignment and other operators one by one.

## Arithmetic Operators

There are following arithmetic operators supported by C++ language:

Assume variable A holds 10 and variable B holds 20, then:

[Show Examples](https://www.tutorialspoint.com/cplusplus/cpp_arithmatic_operators.htm)

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| + | Adds two operands | A + B will give 30 |
| - | Subtracts second operand from the first | A - B will give -10 |
| \* | Multiplies both operands | A \* B will give 200 |
| / | Divides numerator by de-numerator | B / A will give 2 |
| % | Modulus Operator and remainder of after an integer division | B % A will give 0 |
| ++ | [**Increment operator**](https://www.tutorialspoint.com/cplusplus/cpp_increment_decrement_operators.htm), increases integer value by one | A++ will give 11 |
| -- | [**Decrement operator**](https://www.tutorialspoint.com/cplusplus/cpp_increment_decrement_operators.htm), decreases integer value by one | A-- will give 9 |

## example:1

#include<iostream>

using namespace std;

main()

{

int a=20, b=40, c;

cout << "the value of a is =" << a << endl;

cout << "the value of b is ="<< b << endl;

c=a+b;

cout<<"there for c is ="<< c << endl;

}

example: ***2***

## *#include<iostream>*

## *#include<conio.h>*

## *main()*

## *{*

## *using namespace std;*

## *int a,b,c,d,e,f,g;*

## *cout<<"\n Enter First Number a : ";*

## *cin>>a;*

## *cout<<"\n Enter Second Number b : ";*

## *cin>>b;*

## *c=a+b;*

## *d=a-b;*

## *e=a\*b;*

## *f=a/b;*

## *g=a%b;*

## *cout<<" Addition = "<<c<<"\n";*

## *cout<<" Subtraction = "<<d<<"\n";*

## *cout<<" Multiplication = "<<e<<"\n";*

## *cout<<" Division = "<<f<<"\n";*

## *cout<<" Modulus = "<<g<<"\n";*

## *getch();*

## *}*

## Relational Operators

There are following relational operators supported by C++ language

Assume variable A holds 10 and variable B holds 20, then:

[Show Examples](https://www.tutorialspoint.com/cplusplus/cpp_relational_operators.htm)

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| == | Checks if the values of two operands are equal or not, if yes then condition becomes true. | (A == B) is not true. |
| != | Checks if the values of two operands are equal or not, if values are not equal then condition becomes true. | (A != B) is true. |
| > | Checks if the value of left operand is greater than the value of right operand, if yes then condition becomes true. | (A > B) is not true. |
| < | Checks if the value of left operand is less than the value of right operand, if yes then condition becomes true. | (A < B) is true. |
| >= | Checks if the value of left operand is greater than or equal to the value of right operand, if yes then condition becomes true. | (A >= B) is not true. |
| <= | Checks if the value of left operand is less than or equal to the value of right operand, if yes then condition becomes true. | (A <= B) is true. |

## Logical Operators

There are following logical operators supported by C++ language

Assume variable A holds 1 and variable B holds 0, then:

[Show Examples](https://www.tutorialspoint.com/cplusplus/cpp_logical_operators.htm)

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| && | Called Logical AND operator. If both the operands are non-zero, then condition becomes true. | (A && B) is false. |
| || | Called Logical OR Operator. If any of the two operands is non-zero, then condition becomes true. | (A || B) is true. |
| ! | Called Logical NOT Operator. Use to reverses the logical state of its operand. If a condition is true, then Logical NOT operator will make false. | !(A && B) is true. |

## Bitwise Operators

Bitwise operator works on bits and perform bit-by-bit operation. The truth tables for &, |, and ^ are as follows:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **P** | **Q** | **p & q** | **p | q** | **p ^ q** |
| 0 | 0 | 0 | 0 | 0 |
| 0 | 1 | 0 | 1 | 1 |
| 1 | 1 | 1 | 1 | 0 |
| 1 | 0 | 0 | 1 | 1 |

Assume if A = 60; and B = 13; now in binary format they will be as follows:

A = 0011 1100

B = 0000 1101

-----------------

A&B = 0000 1100

A|B = 0011 1101

A^B = 0011 0001

~A  = 1100 0011

The Bitwise operators supported by C++ language are listed in the following table. Assume variable A holds 60 and variable B holds 13, then:

[Show Examples](https://www.tutorialspoint.com/cplusplus/cpp_bitwise_operators.htm)

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| & | Binary AND Operator copies a bit to the result if it exists in both operands. | (A & B) will give 12 which is 0000 1100 |
| | | Binary OR Operator copies a bit if it exists in either operand. | (A | B) will give 61 which is 0011 1101 |
| ^ | Binary XOR Operator copies the bit if it is set in one operand but not both. | (A ^ B) will give 49 which is 0011 0001 |
| ~ | Binary Ones Complement Operator is unary and has the effect of 'flipping' bits. | (~A ) will give -61 which is 1100 0011 in 2's complement form due to a signed binary number. |
| << | Binary Left Shift Operator. The left operands value is moved left by the number of bits specified by the right operand. | A << 2 will give 240 which is 1111 0000 |
| >> | Binary Right Shift Operator. The left operands value is moved right by the number of bits specified by the right operand. | A >> 2 will give 15 which is 0000 1111 |

## Assignment Operators

There are following assignment operators supported by C++ language:

[Show Examples](https://www.tutorialspoint.com/cplusplus/cpp_assignment_operators.htm)

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| = | Simple assignment operator, Assigns values from right side operands to left side operand | C = A + B will assign value of A + B into C |
| += | Add AND assignment operator, It adds right operand to the left operand and assign the result to left operand | C += A is equivalent to C = C + A |
| -= | Subtract AND assignment operator, It subtracts right operand from the left operand and assign the result to left operand | C -= A is equivalent to C = C - A |
| \*= | Multiply AND assignment operator, It multiplies right operand with the left operand and assign the result to left operand | C \*= A is equivalent to C = C \* A |
| /= | Divide AND assignment operator, It divides left operand with the right operand and assign the result to left operand | C /= A is equivalent to C = C / A |
| %= | Modulus AND assignment operator, It takes modulus using two operands and assign the result to left operand | C %= A is equivalent to C = C % A |
| <<= | Left shift AND assignment operator | C <<= 2 is same as C = C << 2 |
| >>= | Right shift AND assignment operator | C >>= 2 is same as C = C >> 2 |
| &= | Bitwise AND assignment operator | C &= 2 is same as C = C & 2 |
| ^= | bitwise exclusive OR and assignment operator | C ^= 2 is same as C = C ^ 2 |
| |= | bitwise inclusive OR and assignment operator | C |= 2 is same as C = C | 2 |

## Misc Operators

There are few other operators supported by C++ Language.

|  |  |
| --- | --- |
| **Operator** | **Description** |
| Sizeof | [**sizeof operator**](https://www.tutorialspoint.com/cplusplus/cpp_sizeof_operator.htm) returns the size of a variable. For example, sizeof(a), where a is integer, will return 4. |
| Condition ? X : Y | [**Conditional operator**](https://www.tutorialspoint.com/cplusplus/cpp_conditional_operator.htm). If Condition is true ? then it returns value X : otherwise value Y |
| , | [**Comma operator**](https://www.tutorialspoint.com/cplusplus/cpp_comma_operator.htm) causes a sequence of operations to be performed. The value of the entire comma expression is the value of the last expression of the comma-separated list. |
| . (dot) and -> (arrow) | [**Member operators**](https://www.tutorialspoint.com/cplusplus/cpp_member_operators.htm) are used to reference individual members of classes, structures, and unions. |
| Cast | [**Casting operators**](https://www.tutorialspoint.com/cplusplus/cpp_casting_operators.htm) convert one data type to another. For example, int(2.2000) would return 2. |
| & | [**Pointer operator &**](https://www.tutorialspoint.com/cplusplus/cpp_pointer_operators.htm) returns the address of an variable. For example &a; will give actual address of the variable. |
| \* | [**Pointer operator \***](https://www.tutorialspoint.com/cplusplus/cpp_pointer_operators.htm) is pointer to a variable. For example \*var; will pointer to a variable var. |

## Operators Precedence in C++

Operator precedence determines the grouping of terms in an expression. This affects how an expression is evaluated. Certain operators have higher precedence than others; for example, the multiplication operator has higher precedence than the addition operator:

For example x = 7 + 3 \* 2; here, x is assigned 13, not 20 because operator \* has higher precedence than +, so it first gets multiplied with 3\*2 and then adds into 7.

Here, operators with the highest precedence appear at the top of the table, those with the lowest appear at the bottom. Within an expression, higher precedence operators will be evaluated first.

[Show Examples](https://www.tutorialspoint.com/cplusplus/cpp_operators_precedence.htm)

|  |  |  |
| --- | --- | --- |
| **Category** | **Operator** | **Associativity** |
| Postfix | () [] -> . ++ - - | Left to right |
| Unary | + - ! ~ ++ - - (type)\* & sizeof | Right to left |
| Multiplicative | \* / % | Left to right |
| Additive | + - | Left to right |
| Shift | <<>> | Left to right |
| Relational | <<= >>= | Left to right |
| Equality | == != | Left to right |
| Bitwise AND | & | Left to right |
| Bitwise XOR | ^ | Left to right |
| Bitwise OR | | | Left to right |
| Logical AND | && | Left to right |
| Logical OR | || | Left to right |
| Conditional | ?: | Right to left |
| Assignment | = += -= \*= /= %=>>= <<= &= ^= |= | Right to left |
| Comma | , | Left to right |

example:

#include<conio.h>

#include<iostream>

main()

{

using namespace std;

int a=1,b;

b=a++;

cout<<b<<" "<<a;

getch();

}

#include<conio.h>

#include<iostream>

main()

{

using namespace std;

int a=1,b;

b=a++ + ++a + ++a;

cout<<b<<" "<<a;

getch();

}

C++ decision making statements

Decision making structures require that the programmer specify one or more conditions to be evaluated or tested by the program, along with a statement or statements to be executed if the condition is determined to be true, and optionally, other statements to be executed if the condition is determined to be false.

Following is the general form of a typical decision making structure found in most of the programming languages:
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C++ programming language provides following types of decision making statements. Click the following links to check their detail.

|  |  |
| --- | --- |
| **Statement** | **Description** |
| [**if statement**](https://www.tutorialspoint.com/cplusplus/cpp_if_statement.htm) | An if statement consists of a boolean expression followed by one or more statements. |
| [**if...else statement**](https://www.tutorialspoint.com/cplusplus/cpp_if_else_statement.htm) | An if else statement can be followed by an optional else statement, which executes when the boolean expression is false. |
| [**switch statement**](https://www.tutorialspoint.com/cplusplus/cpp_switch_statement.htm) | A switch statement allows a variable to be tested for equality against a list of values. |
| [**nested if statements**](https://www.tutorialspoint.com/cplusplus/cpp_nested_if.htm) | You can use one if or else if statement inside another if or else if statement(s). |
| [**nested switch statements**](https://www.tutorialspoint.com/cplusplus/cpp_nested_switch.htm) | You can use one swicth statement inside another switch statement(s). |

## The ? : Operator

We have covered [conditional operator ? :](https://www.tutorialspoint.com/cplusplus/cpp_conditional_operator.htm) in previous chapter which can be used to replace **if...else** statements. It has the following general form:

Exp1 ? Exp2 : Exp3;

Where Exp1, Exp2, and Exp3 are expressions. Notice the use and placement of the colon.

The value of a ? expression is determined like this: Exp1 is evaluated. If it is true, then Exp2 is evaluated and becomes the value of the entire ? expression. If Exp1 is false, then Exp3 is evaluated and its value becomes the value of the expression.

***If Example:***

#include <iostream>

#include <conio.h>

using namespace std;

int main()

{

int a;

cout<<"please enter value(1/2)";

cin>>a;

if(a==1)

tf{

cout<<"\n WINNNNNNNINGGGG you entered the winning ball";

}

if(a==2)

{

cout<<"\n you lose better luck next time";

}

getch();

}

***If-Else Example:***

#include<iostream.h>

#include<conio.h>

int main()

{

int a;

cout<<"please enter value(1/2)";

cin>>a;

if(a==1)

{ cout<<"\n you entered 1";

}

if(a==2)

{

cout<<"\n you entered 2";

}

else

{

cout<<"\n you entered"<<a;

}

getch();

}

***Switch Example:***

#include<iostream>

#include<conio.h>

int main()

{

using namespace std;

int color;

cout<<"enter the color number in a rainbow(1-7)";

cin>>color;

switch(color)

{

case 1:

{

cout<<"\n first color in a rainbow is voilet";

break;

}

case 2:

{

cout<<"\n first color in a rainbow is voilet2";

break;

}

case 3:

{

cout<<"\n first color in a rainbow is voilet3";

break;

}

case 4:

{

cout<<"\n first color in a rainbow is voilet4";

break;

}

default:

{

cout<<"you enter some other color";

}

getch();

}

}

C++ Loop Types

There may be a situation, when you need to execute a block of code several number of times. In general statements are executed sequentially: The first statement in a function is executed first, followed by the second, and so on.

Programming languages provide various control structures that allow for more complicated execution paths.

A loop statement allows us to execute a statement or group of statements multiple times and following is the general from of a loop statement in most of the programming languages:

![Loop Architecture](data:image/jpeg;base64,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)

C++ programming language provides the following types of loop to handle looping requirements. Click the following links to check their detail.

|  |  |
| --- | --- |
| **Loop Type** | **Description** |
| [**while loop**](https://www.tutorialspoint.com/cplusplus/cpp_while_loop.htm) | Repeats a statement or group of statements while a given condition is true. It tests the condition before executing the loop body. |
| [**for loop**](https://www.tutorialspoint.com/cplusplus/cpp_for_loop.htm) | Execute a sequence of statements multiple times and abbreviates the code that manages the loop variable. |
| [**do...while loop**](https://www.tutorialspoint.com/cplusplus/cpp_do_while_loop.htm) | Like a while statement, except that it tests the condition at the end of the loop body |
| [**nested loops**](https://www.tutorialspoint.com/cplusplus/cpp_nested_loops.htm) | You can use one or more loop inside any another while, for or do..while loop. |

## Loop Control Statements

Loop control statements change execution from its normal sequence. When execution leaves a scope, all automatic objects that were created in that scope are destroyed.

C++ supports the following control statements. Click the following links to check their detail.

|  |  |
| --- | --- |
| **Control Statement** | **Description** |
| [**break statement**](https://www.tutorialspoint.com/cplusplus/cpp_break_statement.htm) | Terminates the **loop** or **switch** statement and transfers execution to the statement immediately following the loop or switch. |
| [**continue statement**](https://www.tutorialspoint.com/cplusplus/cpp_continue_statement.htm) | Causes the loop to skip the remainder of its body and immediately retest its condition prior to reiterating. |
| [**goto statement**](https://www.tutorialspoint.com/cplusplus/cpp_goto_statement.htm) | Transfers control to the labeled statement. Though it is not advised to use goto statement in your program. |

for loop example:

#include<iostream.h>

#include<conio.h>

main()

{

int I;

for(i=0;i<10;i++)

{

cout<<i;

cout<<"\n";

}

getch();

}

while loop example:

#include<iostream>

#include<conio.h>

int main(){

using namespace std;

int inum;

char cans;

cout<<"do you want to find out the square of a number (y/n)";

cin>>cans;

while(cans=='y')

{

cout<<"\n enter the number";

cin>>inum;

cout<<"square of "<<inum<<"is"<<inum\*inum;

cout<<"do you want to find out the square of another number (y/n)";

cin>>cans;

}

cout<<"out of the while loop";

getch();

}

do-while loop

#include<iostream>

#include<conio.h>

int main(){

using namespace std;

int inum;

char cans;

do{

cout<<"\n enter the number";

cin>>inum;

cout<<"square of "<<inum<<"is"<<inum\*inum;

cout<<"do you want to find out the square of another number (y/n)";

cin>>cans;

}

while(cans=='y');

cout<<"out of the while loop";

getch();

}

C++ Functions

A function is a group of statements that together perform a task. Every C++ program has at least one function, which is **main()**, and all the most trivial programs can define additional functions.

You can divide up your code into separate functions. How you divide up your code among different functions is up to you, but logically the division usually is so each function performs a specific task.

A function **declaration** tells the compiler about a function's name, return type, and parameters. A function **definition** provides the actual body of the function.

The C++ standard library provides numerous built-in functions that your program can call. For example, function **strcat()** to concatenate two strings, function **memcpy()** to copy one memory location to another location and many more functions.

A function is knows as with various names like a method or a sub-routine or a procedure etc.

## Defining a Function

The general form of a C++ function definition is as follows:

return\_type function\_name( parameter list ){

body of the function

}

A C++ function definition consists of a function header and a function body. Here are all the parts of a function:

* **Return Type**: A function may return a value. The **return\_type** is the data type of the value the function returns. Some functions perform the desired operations without returning a value. In this case, the return\_type is the keyword **void**.
* **Function Name:** This is the actual name of the function. The function name and the parameter list together constitute the function signature.
* **Parameters:** A parameter is like a placeholder. When a function is invoked, you pass a value to the parameter. This value is referred to as actual parameter or argument. The parameter list refers to the type, order, and number of the parameters of a function. Parameters are optional; that is, a function may contain no parameters.
* **Function Body:** The function body contains a collection of statements that define what the function does.

## Example

Following is the source code for a function called **max()**. This function takes two parameters num1 and num2 and returns the maximum between the two:

// function returning the max between two numbers

int max(int num1,int num2){

// local variable declaration

int result;

if(num1 > num2)

result = num1;

else

result = num2;

return result;

}

## Function Declarations

A function **declaration** tells the compiler about a function name and how to call the function. The actual body of the function can be defined separately.

A function declaration has the following parts:

return\_type function\_name( parameter list );

For the above defined function max(), following is the function declaration:

int max(int num1, int num2);

Parameter names are not importan in function declaration only their type is required, so following is also valid declaration:

int max(int, int);

Function declaration is required when you define a function in one source file and you call that function in another file. In such case, you should declare the function at the top of the file calling the function.

## Calling a Function

While creating a C++ function, you give a definition of what the function has to do. To use a function, you will have to call or invoke that function.

When a program calls a function, program control is transferred to the called function. A called function performs defined task and when its return statement is executed or when its function-ending closing brace is reached, it returns program control back to the main program.

To call a function, you simply need to pass the required parameters along with function name, and if function returns a value, then you can store returned value. For example:

#include<iostream>

usingnamespace std;

// function declaration

int max(int num1,int num2);

int main (){

// local variable declaration:

int a =100;

int b =200;

int ret;

// calling a function to get max value.

ret = max(a, b);

cout <<"Max value is : "<< ret << endl;

}

// function returning the max between two numbers

int max(int num1,int num2){

// local variable declaration

int result;

if(num1 > num2)

result = num1;

else

result = num2;

return result;

}

I kept max() function along with main() function and compiled the source code. While running final executable, it would produce the following result:

Max value is : 200

## Function Arguments

If a function is to use arguments, it must declare variables that accept the values of the arguments. These variables are called the **formal parameters** of the function.

The formal parameters behave like other local variables inside the function and are created upon entry into the function and destroyed upon exit.

While calling a function, there are two ways that arguments can be passed to a function:

|  |  |
| --- | --- |
| **Call Type** | **Description** |
| [**Call by value**](https://www.tutorialspoint.com/cplusplus/cpp_function_call_by_value.htm) | This method copies the actual value of an argument into the formal parameter of the function. In this case, changes made to the parameter inside the function have no effect on the argument. |
| [**Call by reference**](https://www.tutorialspoint.com/cplusplus/cpp_function_call_by_reference.htm) | This method copies the reference of an argument into the formal parameter. Inside the function, the reference is used to access the actual argument used in the call. This means that changes made to the parameter affect the argument. |

By default, C++ uses **call by value** to pass arguments. In general, this means that code within a function cannot alter the arguments used to call the function and above mentioned example while calling max() function used the same method.

## Default Values for Parameters

When you define a function, you can specify a default value for each of the last parameters. This value will be used if the corresponding argument is left blank when calling to the function.

This is done by using the assignment operator and assigning values for the arguments in the function definition. If a value for that parameter is not passed when the function is called, the default given value is used, but if a value is specified, this default value is ignored and the passed value is used instead. Consider the following example:

#include<iostream>

usingnamespace std;

int sum(int a,int b=20){

int result;

result = a + b;

return(result);

}

int main (){

// local variable declaration:

int a =100;

int b =200;

int result;

// calling a function to add the values.

result = sum(a, b);

cout <<"Total value is :"<< result << endl;

// calling a function again as follows.

result = sum(a);

cout <<"Total value is :"<< result << endl;

return0;

}

When the above code is compiled and executed, it produces the following result:

Total value is :300

Total value is :120

example:

#include<iostream>

#include<conio.h>

using namespace std;

int sum(int a=10,int b=20)

{

int c;

c=a+b;

cout<<"the sum of 2 no is "<<c;

cout<<"\n";

} int main()

{

sum();

sum(1,2);

sum(1);

getch();

}

call by value and call by reference:

call by value:

copy of the original variables.In call by value, **original value can not be changed** or modified. In call by value, when you passed value to the function it is locally stored by the function parameter in stack memory location. If you change the value of function parameter, it is changed for the current function only but it not change the value of variable inside the caller function such as main().

#include <iostream>

#include<conio.h>

using namespace std;

void swap(int a,int b);

main()

{

int a=10,b=20;

cout<<"before function"<<"a=="<<a<<"b="<<b;

swap(a,b);

cout<<"after swapping"<<"a="<<a<<"b="<<b;

getch();

}

void swap(int a,int b)

{

int temp;

temp=a;

a=b;

b=temp;

}

call by reference

-----------------------

In call by reference, **original value is changed** or modified because we pass reference (address). Here, address of the value is passed in the function, so actual and formal arguments shares the same address space. Hence, any value changed inside the function, is reflected inside as well as outside the function.

#include <iostream>

#include<conio.h>

using namespace std;

void swap(int &a,int &b);

main()

{

int a=10,b=20;

cout<<"before function"<<"a=="<<a<<"b="<<b;

swap(a,b);

cout<<"after swapping"<<"a="<<a<<"b="<<b;

getch();

}

void swap(int &a,int &b)

{

int temp;

temp=a;

a=b;

b=temp;

}
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1) . C follows the procedural programming paradigm while C++ is a [multi-paradigm](http://durofy.com/programming/c-as-a-multi-paradigm-programming-language/)language(procedural as well as object oriented)

2. In case of C, the data is not secured while the data is secured(hidden) in C++

This difference is due to specific [OOP features](http://durofy.com/programming/the-basics-of-object-oriented-programming/) like Data Hiding which are not present in C.

3. C is a low-level language while C++ is a middle-level language (Relatively, Please see the discussion at the end of the post)

C is regarded as a low-level language(difficult interpretation & less user friendly) while C++ has features of both low-level(concentration on whats going on in the machine hardware) & high-level languages(concentration on the program itself) & hence is regarded as a middle-level language.

Note: This is a relative difference. See updates at end of this post.

4. C uses the top-down approach while C++ uses the bottom-up approach

In case of C, the program is formulated step by step, each step is processed into detail while in C++, the base elements are first formulated which then are linked together to give rise to larger systems.

5. C is function-driven while C++ is object-driven

Functions are the building blocks of a C program while objects are building blocks of a C++ program.

6. C++ supports function overloading while C does not

Overloading means two functions having the same name in the same program. This can be done only in C++ with the help of [Polymorphism](http://durofy.com/programming/the-basics-of-object-oriented-programming/)(an OOP feature)

7. We can use functions inside structures in C++ but not in C.

In case of C++, functions can be used inside a structure while structures cannot contain functions in C.

8. The NAMESPACE feature in C++ is absent in case of C

C++ uses NAMESPACE which avoid name collisions. For instance, two students enrolled in the same university cannot have the same roll number while two students in different universities might have the same roll number. The universities are two different namespace & hence contain the same roll number(identifier) but the same university(one namespace) cannot have two students with the same roll number(identifier)

9. The standard input & output functions differ in the two languages

C uses scanf & printf while C++ uses cin>>& cout<< as their respective input & output functions

10. C++ allows the use of reference variables while C does not

Reference variables allow two variable names to point to the same memory location. We cannot use these variables in C programming.

Object oriented programming

## C++ Class Definitions

**When you define a class, you define a blueprint for a data type. This doesn't actually define any data, but it does define what the class name means, that is, what an object of the class will consist of and what operations can be performed on such an object.**

**A class definition starts with the keyword class followed by the class name; and the class body, enclosed by a pair of curly braces. A class definition must be followed either by a semicolon or a list of declarations. For example, we defined the Box data type using the keyword class as follows:**

**Class Box{**

**public:**

double length;// Length of a box

double breadth;// Breadth of a box

double height;// Height of a box

};

The keyword **public** determines the access attributes of the members of the class that follow it. A public member can be accessed from outside the class anywhere within the scope of the class object. You can also specify the members of a class as **private** or **protected** which we will discuss in a sub-section.

## Define C++ Objects

A class provides the blueprints for objects, so basically an object is created from a class. We declare objects of a class with exactly the same sort of declaration that we declare variables of basic types. Following statements declare two objects of class Box:

Box Box1; // Declare Box1 of type Box

Box Box2; // Declare Box2 of type Box

Both of the objects Box1 and Box2 will have their own copy of data members.

syntax:

#include<iostream>

#include<conio.h>

class student

{

//data members of student

};

int main()

{

student lak,rao;

}

example 1:

#include<iostream>

usingnamespace std;

classBox

{

public:

double length;// Length of a box

double breadth;// Breadth of a box

double height;// Height of a box

};

int main()

{

BoxBox1;// Declare Box1 of type Box

BoxBox2;// Declare Box2 of type Box

double volume =0.0;// Store the volume of a box here

// box 1 specification

Box1.height =4.0;

Box1.length =6.0;

Box1.breadth =3.0;

// box 2 specification

Box2.height =10.0;

Box2.length =12.0;

Box2.breadth =12.0;

// volume of box 1

volume =Box1.height \*Box1.length \*Box1.breadth;

cout <<"Volume of Box1 : "<< volume <<endl;

// volume of box 2

volume =Box2.height \*Box2.length \*Box2.breadth;

cout <<"Volume of Box2 : "<< volume <<endl;

return0;

}

Program Output:
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It is important to note that private and protected members can not be accessed directly using direct member access operator (.). We will learn how private and protected members can be accessed.

### Program to enter students details and display it

Example:

#include<iostream>

usingnamespace std;

class stud

{

public:

char name[30],clas[10];

int rol,age;

void enter()

{

cout<<"Enter Student Name: "; cin>>name;

cout<<"Enter Student Age: "; cin>>age;

cout<<"Enter Student Roll number: "; cin>>rol;

cout<<"Enter Student Class: "; cin>>clas;

}

void display()

{

cout<<"\n Age\tName\tR.No.\tClass";

cout<<"\n"<<age<<"\t"<<name<<"\t"<<rol<<"\t"<<clas;

}

};

int main()

{

class stud s;

s.enter();

s.display();

cin.get(); //use this to wait for a keypress

}

Constructors in C++

**What is constructor?**  
A constructor is a member function of a class which initializes objects of a class. In C++,Constructor is automatically called when object(instance of class) create.It is special member function of the class.

**How constructors are different from a normal member function?**

A constructor is different from normal functions in following ways:

* Constructor has same name as the class itself
* Constructors don’t have return type
* A constructor is automatically called when an object is created.
* If we do not specify a constructor, C++ compiler generates a default constructor for us (expects no parameters and has an empty body).

**Types of Constructors**

1. [**Default Constructors:**](https://www.geeksforgeeks.org/c-internals-default-constructors-set-1/) Default constructor is the constructor which doesn’t take any argument. It has no parameters.

|  |
| --- |
| // Cpp program to illustrate the  // concept of Constructors  #include <iostream>  using namespace std;    class construct  {  public:      int a, b;            // Default Constructor      construct()      {          a = 10;          b = 20;      }  };    int main()  {          // Default constructor called automatically          // when the object is created      construct c;      cout << "a: "<< c.a << endl << "b: "<< c.b;      return 1;  } |

1. Run on IDE
2. Output:
3. a: 10
4. b: 20
5. **Note:**Even if we do not define any constructor explicitly, the compiler will automatically provide a default constructor implicitly. The default value of variables is 0 in case of automatic initialization.
   1. **Parameterized Constructors:**It is possible to pass arguments to constructors. Typically, these arguments help initialize an object when it is created. To create a parameterized constructor, simply add parameters to it the way you would to any other function. When you define the constructor’s body, use the parameters to initialize the object.

|  |
| --- |
| // CPP program to illustrate  // parameterized constructors  #include<iostream>  using namespace std;    class Point  {      private:          int x, y;      public:          // Parameterized Constructor          Point(int x1, int y1)          {              x = x1;              y = y1;          }            int getX()          {              return x;          }          int getY()          {              return y;          }      };    int main()  {      // Constructor called      Point p1(10, 15);        // Access values assigned by constructor      cout << "p1.x = " << p1.getX() << ", p1.y = " << p1.getY();        return 0;  } |

Output:

p1.x = 10, p1.y = 15

# Destructors
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A **destructor** is another special kind of class member function that is executed when an object of that class is destroyed. Whereas constructors are designed to initialize a class, destructors are designed to help clean up.

When an object goes out of scope normally, or a dynamically allocated object is explicitly deleted using the delete keyword, the class destructor is called (if it exists) to do any necessary clean up before the object is removed from memory. For simple classes (those that just initialize the values of normal member variables), a destructor is not needed because C++ will automatically clean up the memory for you.

However, if your class object is holding any resources (e.g. dynamic memory, or a file or database handle), or if you need to do any kind of maintenance before the object is destroyed, the destructor is the perfect place to do so, as it is typically the last thing to happen before the object is destroyed.

**Destructor naming**

Like constructors, destructors have specific naming rules:  
1) The destructor must have the same name as the class, preceded by a tilde (~).  
2) The destructor can not take arguments.  
3) The destructor has no return type.

Note that rule 2 implies that only one destructor may exist per class, as there is no way to overload destructors since they can not be differentiated from each other based on arguments.

Just like constructors, destructors should not be called explicitly. However, destructors may safely call other member functions since the object isn’t destroyed until after the destructor executes.

**A destructor example**

include <iostream>

using namespace std;

class construct

{

public:

int a, b;

// Default Constructor

construct() {

a=200,b=400;

cout<<"hello";

}

~ construct()

{

int c=a+b;

cout<<"hello how are you"<<c;

}

};

int main()

{ // Default constructor called automatically

// when the object is created

construct c;

}

#### **3)Abstraction**

Abstraction refers to showing only the essential features of the application and hiding the details. In C++, classes provide methods to the outside world to access & use the data variables, but the variables are hidden from direct access. This can be done access specifiers.

Example:

#include <iostream>

using namespace std;

class Adder {

public:

// constructor

Adder(int i = 0) {

total = i;

}

// interface to outside world

void addNum(int number) {

total += number;

}

// interface to outside world

int getTotal() {

return total;

};

private:

// hidden data from outside world

int total;

};

int main( ) {

Adder a;

a.addNum(10);

a.addNum(20);

a.addNum(30);

cout << "Total " << a.getTotal() <<endl;

return 0;

}

When the above code is compiled and executed, it produces the following result:

Total 60

Above class adds numbers together, and returns the sum. The public members **addNum** and **getTotal** are the interfaces to the outside world and a user needs to know them to use the class. The private member **total** is something that the user doesn't need to know about, but is needed for the class to operate properly.

#### 4) Encapsulation

It can also be said data binding. Encapsulation is all about binding the data variables and functions together in class

Any C++ program where you implement a class with public and private members is an example of data encapsulation and data abstraction. Consider the following example:

#include <iostream>

using namespace std;

class Adder{

public:

// constructor

Adder(int i = 0) {

total = i;

}

// interface to outside world

void addNum(int number) {

total += number;

}

// interface to outside world

int getTotal() {

return total;

};

private:

// hidden data from outside world

int total;

};

int main( ) {

Adder a;

a.addNum(10);

a.addNum(20);

a.addNum(30);

cout << "Total " << a.getTotal() <<endl;

}

When the above code is compiled and executed, it produces the following result:

Total 60

#### 5) Polymorphism

It is a feature, which lets us create functions with same name but different arguments, which will perform differently. That is function with same name, functioning in different way. Or, it also allows us to redefine a function to provide its new definition. You will learn how to do this in details soon in coming lessons.

The word **polymorphism** means having many forms. Typically, polymorphism occurs when there is a hierarchy of classes and they are related by inheritance.

C++ polymorphism means that a call to a member function will cause a different function to be executed depending on the type of object that invokes the function.

#include <bits/stdc++.h>

using namespace std;

#### class Geeks

#### {

#### public:

#### 

#### // function with 1 int parameter

#### void func(int x)

#### {

#### cout << "value of x is " << x << endl;

#### }

#### 

#### // function with same name but 1 double parameter

#### void func(double x)

#### {

#### cout << "value of x is " << x << endl;

#### }

#### 

#### // function with same name and 2 int parameters

#### void func(int x, int y)

#### {

#### cout << "value of x and y is " << x << ", " << y << endl;

#### }

#### };

#### 

#### int main() {

#### 

#### Geeks obj1;

#### 

#### // Which function is called will depend on the parameters passed

#### // The first 'func' is called

#### obj1.func(7);

#### 

#### // The second 'func' is called

#### obj1.func(9.132);

#### 

#### // The third 'func' is called

#### obj1.func(85,64);

#### } Inheritance

Inheritance is a way to reuse once written code again and again. The class which is inherited is called base calls & the class which inherits is called derived class. So when, a derived class inherits a base class, the derived class can use all the functions which are defined in base class, hence making code reusable.

When creating a class, instead of writing completely new data members and member functions, the programmer can designate that the new class should inherit the members of an existing class. This existing class is called the **base** class, and the new class is referred to as the **derived** class.

The idea of inheritance implements the **is a** relationship

Base & Derived Classes

A class can be derived from more than one classes, which means it can inherit data and functions from multiple base classes. To define a derived class, we use a class derivation list to specify the base class(es). A class derivation list names one or more base classes and has the form:

class derived-class: access-specifier base-class

Where access-specifier is one of **public, protected,** or **private**, and base-class is the name of a previously defined class. If the access-specifier is not used, then it is private by default.

Consider a base class **Shape** and its derived class **Rectangle** as follows:

#include <iostream>

using namespace std;

// Base class

class Shape {

public:

void setWidth(int w) {

width = w;

}

void setHeight(int h) {

height = h;

}

protected:

int width;

int height;

};

// Derived class

class Rectangle: public Shape {

public:

int getArea() {

return (width \* height);

}

};

int main(void) {

Rectangle Rect;

Rect.setWidth(5);

Rect.setHeight(7);

// Print the area of the object.

cout << "Total area: " << Rect.getArea() << endl;

}

**Types of Inheritance in C++**

1. **Single Inheritance**: In single inheritance, a class is allowed to inherit from only one class. i.e. one sub class is inherited by one base class only.![http://cdncontribute.geeksforgeeks.org/wp-content/uploads/single-inheritance.png](data:image/png;base64,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)  
   **Syntax**:
2. class subclass\_name : access\_mode base\_class
3. {
4. //body of subclass
5. };

|  |
| --- |
| // C++ program to explain  // Single inheritance  #include <iostream>  using namespace std;  // base class  class Vehicle {  public:  int a=200;  int b=300;  Vehicle()  {  cout << "This is a Vehicle" << endl;  }  };  // sub class derived from two base classes  class Car:public Vehicle{  public:  Car()  {  int c=a+b;  cout<<"the value of c is"<<c;  }  };  // main function  int main(){  // creating object of sub class will  // invoke the constructor of base classes  Car obj;  } |

1. Run on IDE
2. Output:
3. This is a vehicle
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   **Syntax**:
5. class subclass\_name : access\_mode base\_class1, access\_mode base\_class2, ....
6. {
7. //body of subclass
8. };

Here, the number of base classes will be separated by a comma (‘, ‘) and access mode for every base class must be specified.

|  |
| --- |
| #include <iostream>  using namespace std;  class Vehicle {  public:  int a=10;  int b=20;  Vehicle()  {  cout << "This is a Vehicle" << endl;  }  };    // second base class  class FourWheeler {  public:  int c=30;  FourWheeler()  {  cout << "This is a 4 wheeler Vehicle" << endl;  }  };    // sub class derived from two base classes  class Car: public Vehicle, public FourWheeler {  public:  int d;  Car()  {  d=a+b+c;  cout<<"the value of d is"<<d;  }  };    // main function  int main()  {  // creating object of sub class will  // invoke the constructor of base classes  Car obj;  } |

**3)Multilevel Inheritance**: In this type of inheritance, a derived class is created from another derived class.![http://cdncontribute.geeksforgeeks.org/wp-content/uploads/multilevel-inheritance.png](data:image/png;base64,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)

#include <iostream>

using namespace std;

// base class

class Vehicle

{

public:

int a=100;

Vehicle()

{

cout << "This is a Vehicle" << endl;

}

};

class fourWheeler: public Vehicle

{ public:

int b=200;

fourWheeler()

{

int c=a+b;

cout<<"Objects with 4 wheels are vehicles"<<c;

}

};

// sub class derived from two base classes

class Car: public fourWheeler{

public:

int d;

Car()

{

d=b+a;

cout<<"Car has 4 Wheels"<<d;

}

};

// main function

int main()

{

//creating object of sub class will

//invoke the constructor of base classes

Car obj;

}
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|  |
| --- |
| // C++ program to implement  // Hierarchical Inheritance |

#include <iostream>

using namespace std;

// base class

class Vehicle

{

public:

int a=100;

int b=200;

Vehicle()

{

cout << "This is a Vehicle" << endl;

}

};

// first sub class

class Car: public Vehicle

{

public:

Car()

{

int c=a+b;

cout<<"the value of c is"<<c;

}

};

// second sub class

class Bus: public Vehicle

{

public:

Bus()

{

int d=b-a;

cout<<"the value of d is"<<d;

}

};

// main function

int main()

{

// creating object of sub class will

// invoke the constructor of base class

Car obj1;

Bus obj2;

}
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|  |
| --- |
| // C++ program for Hybrid Inheritance    #include <iostream>  using namespace std;    // base class  class Vehicle  {  public:  int a=100;  Vehicle()  {  cout << "This is a Vehicle" << endl;  }  };    //base class  class Fare  {  public:  int b=200;  Fare()  {  cout<<"Fare of Vehicle\n";  }  };    // first sub class  class Car: public Vehicle  {    };    // second sub class  class Bus: public Vehicle, public Fare  {  public:  int d;  Bus()  {  d=a+b;  cout<<"the total cost"<<d;  }  };    // main function  int main()  {  // creating object of sub class will  // invoke the constructor of base class  Bus obj2;  } |

1. Run on IDE
2. Output:
3. This is a Vehicle
4. Fare of Vehicle

# Access Modifiers in C++

Access modifiers are used to implement important feature of Object Oriented Programming known as **Data Hiding**. Consider a real life example: What happens when a driver applies brakes? The car stops. The driver only knows that to stop the car, he needs to apply the brakes. He is unaware of how actually the car stops. That is how the engine stops working or the internal implementation on the engine side. This is what data hiding is.  
Access modifiers or Access Specifiers in a [class](https://www.geeksforgeeks.org/c-classes-and-objects/) are used to set the accessibility of the class members. That is, it sets some restrictions on the class members not to get directly accessed by the outside functions.

There are 3 types of access modifiers available in C++:

1. **Public**
2. **Private**
3. **Protected**

**Note**: If we do not specify any access modifiers for the members inside the class then by default the access modifier for the members will be **Private**.

Let us now look at each one these access modifiers in details:

* **Public**: All the class members declared under public will be available to everyone. The data members and member functions declared public can be accessed by other classes too. The public members of a class can be accessed from anywhere in the program using the direct member access operator (.) with the object of that class.
* // C++ program to demonstrate public
* // access modifier

#include<iostream>

using namespace std;

// class definition

class Circle

{

public:

double radius;

double compute\_area()

{

return 3.14\*radius\*radius;

}

};

// main function

int main()

{

Circle obj;

// accessing public datamember outside class

obj.radius = 5.5;

cout << "Radius is:" << obj.radius << "\n";

cout << "Area is:" << obj.compute\_area();

return 0;

}

Output:

Radius is:5.5

Area is:94.985

In the above program the data member radius is public so we are allowed to access it outside the class.

* **Private**: The class members declared as **private** can be accessed only by the functions inside the class. They are not allowed to be accessed directly by any object or function outside the class. Only the member functions or the [friend functions](https://www.geeksforgeeks.org/friend-class-function-cpp/) are allowed to access the private data members of a class.  
  Example:
* // C++ program to demonstrate private
* // access modifier
* #include<iostream>
* using namespace std;
* class Circle
* {
* // private data member
* private:
* double radius;
* // public member function
* public:
* double compute\_area()
* { // member function can access private
* // data member radius
* return 3.14\*radius\*radius;
* }
* };
* // main function
* int main()
* {
* // creating object of the class
* Circle obj;
* // trying to access private data member
* // directly outside the class
* obj.radius = 1.5;
* cout << "Area is:" << obj.compute\_area();
* return 0;
* }

The output of above program will be a compile time error because we are not allowed to access the private data members of a class directly outside the class.  
**Output**:

In function 'int main()':

11:16: error: 'double Circle::radius' is private

double radius;

^

31:9: error: within this context

obj.radius = 1.5;

^

However we can access the private data members of a class indirectly using the public member functions of the class. Below program explains how to do this:

// C++ program to demonstrate private

// access modifier

#include<iostream>

using namespace std;

class Circle

{

// private data member

private:

double radius;

// public member function

public:

double compute\_area(double r)

{ // member function can access private

// data member radius

radius = r;

double area = 3.14\*radius\*radius;

cout << "Radius is:" << radius << endl;

cout << "Area is: " << area;

}

};

// main function

int main()

{

// creating object of the class

Circle obj;

// trying to access private data member

// directly outside the class

obj.compute\_area(1.5);

return 0;

}

**Output**:

Radius is:1.5

Area is: 7.065

* **Protected**: Protected access modifier is similar to that of private access modifiers, the difference is that the class member declared as Protected are inaccessible outside the class but they can be accessed by any subclass(derived class) of that class.
* // C++ program to demonstrate
* // protected access modifier

#include <bits/stdc++.h>

using namespace std;

// base class

class Parent

{

// protected data members

protected:

int a=100;

};

// sub class or derived class

class Child:public Parent

{

protected:

int b=200;

public:

void sum()

{int c=a+b;

cout << "c value" << c << endl;

}

};

// main function

int main() {

Child obj1;

obj1.sum();

}
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www.learncpp.com/cpp-tutorial/
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sample questions:

1)explain oop’s concept with example programs?

Object &&class with program –5 marks

Encapsulation---5 marks

Polymorphism-5 marks

Abstraction---5 marks

Inheritance-20 marks

2)explain what is constructor & destructor and types with example programs?

3)what are the access modifiers with example programs?

4)what is the difference between c and c++?

5)explain local variables and global variables with example programs?

6)explain relational operators , logical operators with example programs?

7)explain decision making statements with example programs?

8)explain loop control statements with example programs?

9) explain loop statements with example programs?

10)what is function? define, declare a function?

Write a program functions with arguments.

11)explain what is call by value&call by reference with example programs?